*第七章 快递员—— 指针*

第一节：地址与指针

第二节：指针的声明与运算

第三节：指针与函数

第四节：指针常量与常量指针

第五节：字符指针

第六节：指针与数组

第七节：指针与内存操作

第八节：函数指针

指针是C语言的灵魂，C语言的很多灵活的操作都必须借助于指针。而事实上，C语言本身就是建立在指针的基础上的，我们也早就接触过指针，比如strcat、strlen等函数，它们处理的实际上不是数组而是指针（这也就是为什么我们说，我们自己编写的strCpy函数和标准库中的strcpy拥有很大的差别）。指针的高级应用比较复杂，但是基本概念的学习却是很简单的，本章将详细讲解指针的基础知识的方方面面，并且会有一些稍微高级一点的应用。

7.1指针与地址

C语言中的变量和常量都是储存在内存中的，内存中的每个字节都有唯一的一个地址作为标识。前面的章节中我们已经了解到，只要知道一个变量的地址，就能为它赋值，同时，只要知道一个数组的地址，就能访问这个数组中的元素。我们知道，变量的地址可以用&运算符来取得，而数组的地址就是数组名。那么有没有一种数据类型可以专门用来保存地址呢？答案是肯定的，保存地址的量就是指针（**pointer**）。

指针和快递员有类似的特点。快递员通常拥有客户的地址，地址不是客户本身，但是有了客户的地址就能访问客户。同样地，指针保存的量只是变量的地址，而不是变量本身，知道了地址就能访问对应的变量（访问方法将会在7.2节被介绍）。不管客户的货物是什么，它的地址都是很有限的一段字符串。而对于变量来说，不管它是什么类型的，它的地址的长度都是相同的。

7.2指针的声明与运算

指针也是变量，一种特殊的变量，它储存的不是具体的值，而是地址。既然指针也是变量，那么使用它之前也需要声明，声明指针的格式如下：

变量类型 \*指针名;

比如：

int \*a;

char \*b;

a是一个指向int型变量的指针，而b则是指向char类型的指针。如果要同时声明多个指针，那么每个指针名前面都应该加上\*。比如：

int \*x,\*y;

如果改写成int \*x,y;的话，y就不是int型指针，而是int型变量了。

变量在声明的时候可以初始化，指针也可以在声明的时候初始化。指针的初始化有多种方式，我们通过一个程序来具体介绍。

1. #include <stdio.h>
2. int main()
3. {
4. int \*p1 = NULL;
5. int num = 10;
6. int \*p2 = p1;
7. int \*p3=&num;
8. getchar();
9. return 0;
10. }

程序7-2-1

程序7-2-1中，我们先后声明并初始化了3个int型指针和1个int型变量。可以看到，一共有3种不同的方式可以初始化指针。

第一种是把指针初始化为NULL，也就是0。我们说过，当一个变量被声明的时候，它所储存的值是未知的，对于指针也同样如此，如果我们声明了一个指针但是没有初始化它，那么它所储存的地址也是未知的，如果我们通过这个指针来访问了未知地址中所储存的值，那么很可能造成难以察觉的错误。而如果我们把一个指针初始化为NULL，那么我们在通过这个指针访问对应的值的时候，程序就会立刻报错，从而提醒我们检查程序（地址为0处的内存是不可访问的）。

第二种初始化方式则是用一个相同类型的指针来初始化，初始化之后，p2和p1的值就相同了。我们在使用p1初始化p2的时候，并没有在p1前面加\*，因为p1就是它的名字，不需要也不应该带上\*，就像我们声明一个int形变量的时候要加上int，但是实际访问这个变量的时候却不会加上int。

第三种初始化方式则是通过变量的地址来初始化。我们用&运算符来得到num的地址，并用这个地址来初始化p3。

之前我们说过，可以通过指针来访问它指向的变量。通过指针来访问变量需要用到\*，这里的\*不是表示乘法运算，而是表示取值运算，它和&运算互为逆运算。\*是已知地址取变量，&则是已知变量取地址。比如有一个int型指针p，p指向一个int型变量num，则p表示num的地址，而\*p表示num。对\*p的操作就等同于对num的操作。

1. #include <stdio.h>
2. int main()
3. {
4. int num = 10;
5. int \*p = &num;
6. printf("num的地址是：%p\n",p);
7. printf("%p储存的值是：%d",p,\*p);
8. getchar();
9. return 0;
10. }

程序7-2-2

程序的某次运行结果如下：

num的地址是：0018F984

0018F984储存的值是：10

程序7-2-2中，我们声明了一个int型变量num和一个int型指针p，p储存的是num的地址。从运行结果我们不难看出，使用\*运算符可以根据地址取出变量。由于\*p和num是等价的，所以第7行也就能正确输出num的值了。

指针储存的是变量的地址，而不管是什么类型的变量，它的地址的长度应该都是相同的。但是这个相同也是有条件限制的，那就是在同一个程序中。计算机操作系统通常分为32位和64位的，同样地，程序也分为32位和64位。64位的操作系统可以运行32位和64位的应用程序，32位的操作系统则只能运行32位的程序。而32位的程序中，一个指针的大小是32位，在内存中，一个字节（Byte）由8个位（bit）组成，32位意味着4Byte，也就是4个字节。同样地，64位就是8个字节。

**小提示**

32位和64位的操作系统的区别在于它们的寻址能力，32位系统理论上讲最多能支持232个字节，也就是4GB，实际上通常只能支持3.25GB~3.75GB。而64位系统理论上讲则能支持264个字节，实际上由于受到系统本身以及主板、CPU等硬件的影响，所以达不到这么高。在默认情况下，我们用Visual Studio编译出的程序都是32位的，如果读者的计算机的操作系统是64位的，那么也可以选择编译出64位的程序。

我们知道sizeof运算符可以求出变量或变量类型的大小，我们不妨通过一个程序来验证上面的说法。

1. #include <stdio.h>
2. int main()
3. {
4. printf("三种类型的指针的大小：\n");
5. printf("int \*:%d\n",sizeof(int \*));
6. printf("double \*:%d\n",sizeof(double \*));
7. printf("char \*:%d\n",sizeof(char \*));
8. getchar();
9. return 0;
10. }

程序7-2-3

在默认情况下，程序7-2-3的运行结果如下：

三种类型的指针的大小：

int \*:4

double \*:4

char \*:4

可以看出，不管是什么类型的指针，在32位的程序中，所占的内存都是4个字节。

如果读者的计算机的操作系统的64位的，那么还可以尝试把程序7-2-3编译成64位的应用程序。如图7-2-1，在目标复选框中把x86改成x64即可（通常情况下，x86代表32位，x64代表64位）。

![](data:image/png;base64,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)

图7-2-1

如果读者的计算机能够支持64位的程序，那么将会看到和32位的程序不一样的运行结果。

既然所有的指针都一样大小，那么为什么指针还要区分不同的类型呢？这是因为指针有相应的运算，假设有一个int型指针和一个float型指针，它们指向同一个地址，但是即使如此，它们的在执行某些运算之后，运算的结果会因为它们类型不同而有所不同。

那么，除了赋值运算和取值运算，指针还有哪些运算呢？

我们先来看看指针的算术运算，一个指针可以加上或减去一个整数，得到的结果依然是一个地址。指针的算术运算的本质是指针的移动。

1. #include <stdio.h>
2. int main()
3. {
4. int num;
5. int \*p=&num;
6. printf("p的初始值：%p\n",p);
7. p++;
8. printf("p+1之后：%p",p);
9. getchar();
10. return 0;
11. }

程序7-2-4

程序的某次运行结果如下：

p的初始值：0018FEB4

p+1之后：0018FEB8

我们声明了一个int型变量num，之后声明了一个int型指针p并用num的地址来初始化了p。第6行输出p的初始值，第7行的p++;等价于p=p+1;，也就是用指针p加上一个整数。从运行结果中我们可以看出，p的初始值是0018FEB4，p+1的结果不是0018FEB5而是0018FEB8，也就是说p一次性增加了4个字节而不是1个字节，4个字节正好就是一个int型数据的大小。

我们不妨再试试用其它类型的指针来做这样的测试，看看指针类型是怎样影响到运算结果的。

1. #include <stdio.h>
2. int main()
3. {
4. int num, \*p1=&num;
5. char ch, \*p2=&ch;
6. double real, \*p3=&real;
7. printf("int:初始值：%p,+1之后:%p\n",p1,p1+1);
8. printf("char:初始值：%p,+1之后:%p\n",p2,p2+1);
9. printf("double:初始值：%p,+1之后:%p\n",p3,p3+1);
10. getchar();
11. return 0;
12. }

程序7-2-5

程序的某次运行结果如下：

int:初始值：0050F98C,+1之后:0050F990

char:初始值：0050F977,+1之后:0050F978

double:初始值：0050F958,+1之后:0050F960

可以看到，3种类型的指针+1之后与原来的值的差值分别是4、1、8。这正好是3种类型的数据所占的内存的大小。

一个指针必须有确定的类型，否则无法确定它指向的区域到底有多大，或者说无法确定它指向的区域的单位是多少。

指针除了可以和整数进行加减运算以外，还可以和另外一个指针进行减法运算。得到的结果当然就是一个整数了。

1. #include <stdio.h>
2. int main()
3. {
4. int num[10];
5. int \*p1 = &num[0];
6. int \*p2 = &num[4];
7. printf("%d",p2-p1);
8. getchar();
9. return 0;
10. }

程序7-2-6

p2-p1的结果是4。程序7-2-6中，我们首先声明了一个int型数组num，之后分别用num[0]和num[4]的地址来初始化p1和p2。我们不难看出，num[0]和num[4]之间相差了4个int型数据，因此&num[4]-&num[0]就是4，所以p2-p1的结果也就是4了。

此外，指针还能进行关系运算（>、<、==、>=、<=-、!=等）。关系运算的依据是地址的相对大小。关系运算的结果是真或者假。

1. #include <stdio.h>
2. int main()
3. {
4. int num[10];
5. int \*p1 = &num[0];
6. int \*p2 = &num[4];
7. if (p2 > p1)
8. {
9. printf("p2>p1");
10. }
11. getchar();
12. return 0;
13. }

程序7-2-7

第9行的printf语句会被执行，因为p2>p1的结果是真。

以程序7-2-7为例，用&num来初始化一个int型指针是可以的，那么用&num来初始化char指针是否合理呢？答案是可以的，只不过要经过类型转换，通常情况下，C语言允许某种类型隐式地转换成其它类型的指针，我们说过，数据类型转换可能造成数据丢失，而指针的转换是不会造成数据丢失的，因为所有的指针本质上都是相同的。

1. #include <stdio.h>
2. int main()
3. {
4. int num[10];
5. char \*p1 = &num[0],\*p2=&num[4];
6. int \*p3 = &num[0];
7. printf("int型指针：%p char型指针：%p\n",p1,p3);
8. printf("p2-p3：%d",p2-p1);
9. getchar();
10. return 0;
11. }

程序7-2-8

程序的某次运行结果如下：

int型指针：0019FA30 char型指针：0019FA30

p2-p3：16

可以看到，p1和p3的值是相等的，同时p2-p1的值不再是4而是16，这是因为p2和p1都是char型指针而不是int型。

如果你发现程序7-2-8在你的计算机上不能通过编译，请检查源文件的后缀，如果源文件后缀是.cpp，那么把它改成.c即可通过编译。

**小提示**

通常情况下，人们习惯把C和C++统称为C/C++。之所以这样称呼，不是因为C++是C语言的“升级版”，而是因为它们的语法实在太像了，以至于会C++的程序员通常也会C语言，反之亦然。C语言和C++有着本质区别，初学者应该牢记它们是不同的语言。事实上，绝大多数合法的C语言程序都是合法的C++程序，但是并非所有。程序7-2-8是一个合法的C语言程序，但它不是合法的C++程序。C++里面，不支持一种类型的指针隐式地转换到另一种类型。就程序7-2-8而言，如果源文件的后缀是.cpp，那么编译器会把它当成C++程序来编译，如果是.c，则会被当成C语言程序。这也就是为什么，当后缀为.cpp时，程序7-2-8不能通过编译。

虽然两个不同类型的指针之间发生赋值的时候，C语言允许它们进行隐式的类型转换，但是考虑到程序的可读性以及与C++的兼容性，我们也可以不用隐式转换，而是采用强制的显式转换。

程序7-2-8中的第5行可以改成这样：char \*p1=(char \*)&num[0],\*p2=(char \*)&num[4];这样就能达到显式转换的目的了，同时程序也变成了合法的C++程序。

7.3指针与函数

指针本身作为一种变量，也可以作为函数的参数。早在前面第5章，我们就讲过函数中对参数的访问不会影响到主调函数中的实参。因为主调函数和被调函数中的参数只是值相等，本质上讲是两个不同的数据。而第6章我们又说，数组作为函数参数传递的时候，被调函数中对数组的操作会影响到主调函数中的数组，因为数组名是一个地址，我们把地址作为参数传递，那么被调函数中就能访问到主调函数中的数组了。如果我们把某个变量的地址当成参数传递，那么就能在被调函数中修改主调函数中的变量的值了。

首先我们来看看如何用指针作为参数传递。

1. #include <stdio.h>
2. void displayPointer(int \*);
3. int main()
4. {
5. int num ,\*p=&num;
6. printf("主调函数中的p的值：%p\n",p);
7. displayPointer(p);
8. getchar();
9. return 0;
10. }
11. void displayPointer(int \*p)
12. {
13. printf("被调函数中的p的值：%p", p);
14. }
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程序的某次运行结果如下：

主调函数中的p的值：0018F724

被调函数中的p的值：0018F724

第2行是函数的声明，声明的时候可以省略形参的名字，但是一定要给出完整的类型，int \*表示int型指针。

我们知道，实参和形参的值是相等的，所以主调函数和被调函数中的p的值也就是相等的。它们储存着同样的地址，因此通过它们可以访问同一个变量。

1. #include <stdio.h>
2. void swap(int \*, int \*);
3. int main()
4. {
5. int a = 10, b = 5;
6. printf("交换之前：a=%d,b=%d\n",a,b);
7. swap(&a, &b);
8. printf("交换之后：a=%d,b=%d", a, b);
9. getchar();
10. return 0;
11. }
12. void swap(int \*a, int \*b)
13. {
14. int temp;
15. temp = \*a;
16. \*a = \*b;

如果我们试图通过一个普通的函数来交换两个数，那么肯定是不可以的，但是如果我们把待交换的两个数的地址作为参数传递，那么交换就能成功了。

1. \*b = temp;
2. }
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从运行结果可以看出，这个程序能够实现交换两个数。通常情况下，被调函数不能直接访问主调函数中的变量，而有了指针之后，我们就可以通过传递地址的方式来达到间接访问的目的。

前面第5章，我们编写了一个猜拳游戏，为了能让程序正常运行，我们不得不采用全局变量来实现，而我们又说全局变量有着诸多的缺点，不应该大量使用。现在我们有了指针作为工具，我们不妨尝试改写那个游戏，并从中体会两种不同的实现方式的异同。

1. #include <stdio.h>
2. #include <stdlib.h>
3. #include <conio.h>
4. #include <time.h>
5. void playerResult(char \*,int \*,int \*);
6. void AIResult(char \*);
7. void gameBalance(char \*,char\*,int \*,int \*);
8. int main()
9. {
10. char choice;
11. char guessPlayer, guessAI;
12. int money = 500, ante;
13. while (1)
14. {
15. printf("请选择操作\n");
16. printf("==============\n");
17. printf("1.进行游戏\n");
18. printf("2.退出游戏\n");
19. printf("==============\n");
20. do
21. {
22. choice = \_getch();
23. } while ((choice<'1') || (choice>'2'));//输入结果不对则一直等待输入
24. switch (choice)
25. {
26. case '1': //进行游戏的分支，分别调用3个相关的函数
27. {
28. playerResult(&guessPlayer,&money,&ante);
29. AIResult(&guessAI);
30. gameBalance(&guessPlayer,&guessAI,&money,&ante);
31. break;
32. }
33. case '2':
34. {
35. system("cls");
36. printf("感谢使用\n");
37. \_getch();
38. exit(0);//这个函数可以直接退出程序
39. }
40. }
41. system("cls");//清空屏幕，为了更美观
42. }
43. }
44. void playerResult(char \*guessPlayer,int \*money,int \* ante)
45. {
46. printf("请出招（1.石头 2.剪刀 3.布）\n");
47. do
48. {
49. \*guessPlayer = \_getch();
50. } while ((\*guessPlayer<'1') || (\*guessPlayer>'3'));
51. \*ante = -1;//将赌注设为-1，防止上一局游戏的干扰
52. while (1)
53. {
54. rewind(stdin);
55. printf("请下注，（您当前的财产为%d）\n", \*money);
56. scanf("%d", ante);
57. if (\*ante >= 0 && \*ante <= \*money)
58. {
59. break;
60. }
61. }
62. }
63. void AIResult(char \*guessAI)
64. {
65. srand((unsigned)time(NULL));
66. int temp = rand() % 3 + 1;//产生随机数，结果在1~3之间
67. \*guessAI = temp + '0'; //将随机数转换为字符
68. }
69. void gameBalance(char \*guessPlayer,char \*guessAI,int \*money,int \*ante)
70. {
71. int result = \*guessPlayer - \*guessAI;
72. switch (result)
73. {
74. case 0:
75. {
76. printf("平局，您当前的资产为：%d", \*money);
77. \_getch();
78. break;
79. }
80. case 1://石头克剪刀，剪刀克布
81. case -2: //布克石头
82. {
83. \*money += \*ante;
84. printf("您获胜了，您当前的资产为：%d", \*money);
85. \_getch();
86. break;
87. }
88. default:
89. {
90. \*money -= \*ante;
91. printf("您输了，您当前的资产为：%d\n", \*money);
92. if (\*money <= 0)
93. {
94. printf("您破产了，请下次再来");
95. \_getch();
96. exit(0);
97. }
98. \_getch();
99. break;
100. }
101. }
102. }
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比起程序5-4-4，程序7-3-3的区别在于，guessPlayer、guessAI、money、ante这几个关键的数据从全局变量变成了局部变量。每个函数也都多了很多个指针作为参数。同时，在被调函数中，money等参数不再是普通变量，而是一个指针，因此通过它们来访问原有的数据时需要加上取值运算符\*。

看起来程序7-3-3不仅不比程序5-4-4简洁，反而麻烦了很多，并且几个关键数据依然会一直占用内存，即使它们是局部变量。

事实上，程序5-4-4只是一个特例，通常情况下，我们不会把这些数据一个一个地当成参数传递。guessPlayer、money、ante这些数据都是玩家的某些属性，因此我们通常把它们组合在一起，形成一个结构体（第8章的内容），然后传递一个结构体作为参数即可。

我们知道，主调函数和被调函数中的参数只是值相等，实际上并不是同一个变量，因此被调函数中对参数的操作不能影响到主调函数中。而如果参数是指针，那么主调函数中的参数和被调函数中的参数就表示同一个地址，对它们进行取值运算得到的结果也就是相同的了。很多初学者会因此形成一种错误的认识，认为主调函数中的指针和被调函数中的指针是同一个指针变量。实际上，它们同样只是值相等，只不过它们的值比较特殊，是地址而不是普通的值，这才导致它们的取值运算的结果相同。我们可以通过一个程序来验证这种说法。

1. #include <stdio.h>
2. void fun(int \*);
3. int main()
4. {
5. int num = 10;
6. int \*p = &num;
7. printf("主调函数中p的地址：%p，p的值：%p\n",&p,p);
8. fun(p);
9. printf("主调函数中p的地址：%p，p的值：%p\n", &p, p);
10. getchar();
11. return 0;
12. }
13. void fun(int \*p)
14. {
15. printf("被调函数中p的地址：%p，p的值：%p\n", &p, p);
16. p++;
17. printf("被调函数中p的地址：%p，p的值：%p\n", &p, p);
18. }
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程序的某次运行结果如下：

主调函数中p的地址：0018FBF4，p的值：0018FC00

被调函数中p的地址：0018FB20，p的值：0018FC00

被调函数中p的地址：0018FB20，p的值：0018FC04

主调函数中p的地址：0018FBF4，p的值：0018FC00

不管是主调函数还是被调函数中的p，它们本身都是一个变量，因此对它们进行取地址运算也是可以的。

从运行结果我们可以看出，主调函数和被调函数中的指针的地址是不同的，但是它们储存的内容却是同一个地址，也就是num的地址，因此对它们进行取值运算会的到同样的结果。第16行执行了p++的操作，可以看到，被调函数中的p的值发生了变化，但是主调函数中却没有。这足以验证，主调函数中的p和被调函数中的p不是同一个指针了。

除了可以作为函数参数以外，指针还可以作为函数的返回值，因为指针本身也算一种变量。

使用指针作为返回值非常简单，在类型后面加上\*即可。

假设我们要编写一个函数来实现对一个大小为10（或其它大小）的数组的内容进行数据的合法性检查，并且不合法的数据需要重新输入。这时候，我们就可以用不合法的数据的地址作为函数的返回值，并直接用它作为scanf函数的参数，由此来让用户重新输入合法的数据。具体的实现如下：

1. #include <stdio.h>
2. int\* checkData(int[]);
3. #define ARRAYSIZE 10
4. int main()
5. {
6. int num[ARRAYSIZE],\*p;
7. printf("请输入%d个整数，要求大小在0~10之间\n",ARRAYSIZE);
8. for (int i = 0; i < ARRAYSIZE; i++)
9. {
10. scanf("%d",&num[i]);
11. }
12. while(1)
13. {
14. p = checkData(num);
15. if (p == NULL)
16. {
17. break;
18. }
19. printf("检测到不合法的数据，请重新输入该数据\n");
20. scanf("%d",p);
21. }
22. printf("数据输入成功\n");
23. rewind(stdin);
24. getchar();
25. return 0;
26. }
27. int \* checkData(int num[])
28. {
29. for (int i = 0; i < ARRAYSIZE; i++)
30. {
31. if ((num[i] < 0) || (num[i]>10))
32. {
33. return &num[i];
34. }
35. }
36. return NULL;
37. }
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第10行我们用#define指令定义了一个常量ARRAYSIZE，之后在声明数组、循环输入数组元素以及检测每个元素是否合法的时候，都用这个常量作为一个指标。这样做的好处是我们可以随时修改数组的大小。程序7-3-5中默认数组大小为10，如果我们想把数组大小改成3的话，只需要修改第3行即可。如果我们没有采用这种方式来声明常量，而是直接用10表示，那么当我们想修改数组大小的时候，需要改的地方就特别多了。当然，我们目前接触到的这些的程序都比较小，因此为了方便，我们通常都没有采用#define指令来定义常量。

第8行开始的for循环中，程序循环接受用户的输入，用户输入的可能是合法的数据，也可能是不合法的。因此，第12行用了一个while循环来检查数据的合法性，在这个循环里面，我们首先调用了checkData函数，并用p来接受这个函数的返回值，如果返回值是NULL，意味着所有数据都已经合法，这时候只需要跳出循环并提示用户输入成功即可。如果返回值不为NULL，则说明还有不合法的数据，这时候，需要提示用户重新输入该数据，在输入的时候，我们就可以直接用函数的返回值作为scanf的参数来输入新的数据了，接收了新的数据之后，进入下一次循环，直到所有数据都合法为止。

1. #include <stdio.h>
2. #include <stdlib.h>
3. #include <conio.h>
4. char \*strCpy(char[], char[]);
5. int main()
6. {
7. char str1[10] = "Hello";
8. char str2[10];
9. printf("%s", strCpy(str2, str1));
10. getchar();
11. return 0;
12. }
13. char \* strCpy(char destination[], char source[])
14. {
15. if (destination == NULL || source == NULL)
16. {
17. printf("数据有误，不能正确复制，为了防止更大的错误，程序将异常退出");
18. \_getch();
19. exit(0);
20. }
21. for (int i = 0;; i++)
22. {
23. if (source[i] == 0)
24. {
25. destination[i] = 0;
26. break;
27. }
28. destination[i] = source[i];
29. }
30. return destination;
31. }

程序7-3-5只是简单地介绍了指针作为函数返回值的基本做法，可能很多读者还不理解这样做到底有什么意义。前面第6章我们曾经自己编写过strCpy函数，当时我们编写的strCpy函数的返回类型是void，我们说过，标准库中的strcpy的返回值不是void。事实上，标准的strcpy的返回值就是一个指针，一个char型的指针。接下来我们将用指针的相关知识来重新实现strCpy函数，读者可以从中体会具体的差别。
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程序7-3-6和程序6-4-5很相似，只是strCpy的实现方式不同了。可以看到，程序7-3-6中的strCpy函数的返回值是一个char型的指针。所谓指针，也就是地址，数组名本身代表一个地址，因此第30行我们直接以destination数组的数组名作为返回值（事实上这个返回值等价于main函数中的str2）。

我们知道，destination和source都是地址，因此它们的值也可能为NULL，所以我们需要对它们的值进行判断，如果它们中有一个或两个为NULL，那么我们就不应该执行接下来的操作。在C语言的程序中，需要经常判断一个指针或地址是否为NULL，这种做法提高程序的稳定性和安全性。

我们说，destination和source是数组名，又说它们是地址，我们还说指针也是一个地址，那么，这是否意味着指针和数组间有某种联系呢？答案是肯定的，这也是第6节和第7节将会详细介绍的内容。

7.4指针常量与常量指针

普通的数据分常量和变量，同样地，指针也分变量和常量。有趣的是，指针中的常量分三种，指针常量、常量指针以及二者的结合体。

所谓指针常量，就是指针中的常量，它本身是常量而非变量，它的值一旦确定就不应该再被改变，但是我们仍然可以通过指针常量来修改它指向的变量。

声明指针常量的语法格式如下：

变量类型 \* const 标识符=初始值;

我们通过一个简短的程序来了解指针常量的用法。

1. #include <stdio.h>
2. int main()
3. {
4. int num = 10;
5. int \* const p = &num;
6. (\*p)++; //必须给\*p加上括号
7. printf("num的值：%d",num);
8. getchar();
9. return 0;
10. }
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程序运行结果如下：

num的值：11

p是一个常量，因此我们在声明它的时候就应该初始化它，这里我们用变量num的地址作为它的初始值。

\*p表示对p进行取值运算，得到的结果当然就是num。如果第6行改写成\*p++，即不加括号，那么程序将不能通过编译。因为\*运算符和++运算符的优先级相同，但是它们的结合性是从右到左的，因此++会优先和p结合，而p++是非法的运算（p是常量），运算符的优先级问题可以参考附录3，其中有详细的解释。

我们虽然不可以修改p的值，但是却通过它来修改它的目标，因为目标是一个变量。

如果我们想要用一个指针来指向一个常量，用普通的指针是不可行的，这时候，我们就需要常量指针。

常量指针的声明方式如下：

const 数据类型 \* 标识符;

或：数据类型 const \* 标识符;

const在数据类型前或者数据类型后都是可以的，但是一定要在\*的前面。

常量指针和指针常量看起来区别很小，似乎难以辨认，其实不然。区分常量指针和指针常量的方法非常简单。我们只需要看const的位置即可，如果const在\*前面，const实际上修饰的是数据类型，表示指针的目标是一个常量；而如果const在\*后面，则const直接修饰的是指针本身，这时候指针本身是一个常量，但它指向的依然是变量。

1. #include <stdio.h>
2. int main()
3. {
4. int num1;
5. const int num2 = 10;
6. const int \*p;
7. p = &num1;//常量指针可以指向变量
8. printf("p的目标的值：%d\n",\*p);
9. p = &num2;
10. printf("p的目标的值：%d\n", \*p);
11. getchar();
12. return 0;
13. }
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程序运行结果如下：

p的目标的值：5

p的目标的值：10

从程序7-4-2中可以看出，常量指针不仅可以指向常量，也同样可以指向变量（这一点不同于指针常量只能指向变量）。事实上，之所以说常量指针指向常量不是因为它真的只能指向常量，而是因为我们不能通过常量指针来修改它的目标，不管目标是常量还是变量，而不能被修改的量通常都是常量，由此才称常量指针指向常量。

常量指针本身是一个变量，虽然我们不能通过它来修改它的目标，但我们可以修改它本身。可以看到，程序7-4-2中，我们并没有对常量指针p进行初始化，并且在对它赋值之后又改变了它的值。如果我们在程序中增加形如(\*p)++的代码，程序就不能通过编译，因为p的目标被视为常量。

指针常量和常量指针是可以结合在一起的，也就是说，一个指针可以既是指针常量，又是常量指针。对于这样的指针而言，它自身的值不能改变，同时也不能通过它来改变它的目标的值。这种指针的声明方式如下：

const 数据类型 \* const 标识符;

它的使用方法和指针常量、常量指针非常类似，这里不再累述。

7.5字符指针

字符指针，也就是char型的指针，字符指针除了可以像正常指针那样被访问以外，它还具有一些特别的功能。

通常，我们储存字符串的时候，需要用到字符数组。而如果借助字符指针，我们可以不用数组就能储存一个字符串。

用字符指针来“储存”字符串的方式如下：

字符指针=字符串;

我们通过一个程序来演示这种用法。

1. #include <stdio.h>
2. int main()
3. {
4. char \*str = "string";
5. printf("str指针指向的字符串是：%s\n",str);
6. getchar();
7. return 0;
8. }
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从运行结果可以看出，字符串的输出是正常的，这也就意味着str确实指向一片储存着字符串的内存空间。

要注意的是，字符串并不是储存在字符指针里面的。字符指针里面储存的只是字符串的地址。

事实上，程序7-5-1中的第4行代码可以理解成这两句代码：

char s[]=”string”;

char \*str=s;

即首先声明一个字符串数组，然后把数组的首地址赋值给str指针，这样str指针就指向”string”字符串了。

除了可以在初始化的时候指定字符指针指向的字符串以外，我们还可以在任意时刻改变字符指针指向的字符串。

1. #include <stdio.h>
2. int main()
3. {
4. char \*str = "string1";
5. printf("str指针指向的字符串是：%s\n",str);
6. str = "string2";
7. printf("str指针指向的字符串是：%s\n", str);
8. getchar();
9. return 0;
10. }
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程序7-5-2中，我们首先用”string1”来初始化了str指针，然后输出了str指向的字符串。接下来我们重新指定了str的值，并重新输出了它指向的字符串。

读者可能会有疑问，”string1”到底储存在哪里的呢？我们给str重新赋值之后，”string1”的地址就再也找不到了，那么它是否依然占用着内存呢？

事实上，不管是”string1”还是”string2”，它们的值都是编译阶段就能确定的，它们存在于“常量区”里面（而不是所谓先声明数组，再赋值给字符指针），也就是说，它们的存在会一直占用内存空间。

关于字符指针，初学者经常会犯一些错误。其中一点是，用字符指针作为地址来输入字符串。

假设有这么一段代码：

char str[10];

scanf("%s",str);//正确

rewind(stdin);

char \*p = "string";

scanf("%s",p);//错误

在这段代码中，我们声明了一个字符数组，并用它来接受用户输入的字符串，这样做是合理的。之后我们又声明了一个字符指针并初始化了它，然后我们试图用字符指针作为scanf的参数来输入字符串，这样做就是错误的了。

读者可能会有疑问，凭什么给p随便赋值都是对的，而用它来输入字符串却是不正确的。这里我们需要再次看到程序7-5-2，可以看到，p的值都是在一开始就指定好的，编译阶段就可以确定p指向的字符串是什么，因此编译器把这些字符串存到了常量区里，也就是说编译器实际上是为目标字符串分配了储存空间的，所以我们才能用这种方式来“储存”字符串。而如果我们用p来输入字符串，就不可行了，因为输入的字符串在编译阶段不能确定，而p不是一个数组，它没有属于它自己的储存空间，因此没有空间可以存放输入的字符串，所以scanf(“%s”,p);这样的做法就是不合理的。如果我们用str数组的地址来初始化p指针，那么就可以通过p来输入字符串了，因为这样p就有了储存空间。

除此之外，还有一种常见的错误就是直接给字符数组赋值。我们知道，在声明一个字符数组的时候，可以直接用一个字符串来初始化它。而初始化一个数组之后，我们就不能用字符串来赋值给字符数组了。

char str[10] = "string1",\*p="string1";

p = "string2"; //正确

str = "string2";//错误

我们首先用”string1”来分别初始化了str数组和p指针，然后我们改变p的目标为”string2”，这样做是合理的。但是如果我们直接把”string2”赋值给str数组，就会出现错误了。我们说，p只是储存着字符串的地址，它本身并没有储存字符串，而数组则不同，数组是自身作为容器储存着字符串。当p的目标发生改变时（从”string1”变成”string2”时），p的值本身也发生了变化（目标的地址改变了）。p是一个变量，所以它的值可以随时改变。而str则不同，str本身表示数组的地址，因此它更像是一个指针常量（本身的值不能改变，但可以通过它来改变目标）。当然，str严格来讲不算指针常量，指针常量通常都需要占用储存空间，并且用储存空间来储存目标地址，而str本身就是数组的地址，所以它是没有储存空间的。总之，str是一个常量而不是变量，而str=”string2”这样的操作相当于把”string2”的地址赋值给str，这样当然就是不可行的了。

就目前而言，我们想要把”string2”赋值给str数组，最快捷的方法是使用strcpy函数。事实上，C语言也不能提供更为便捷的方法。

7.6指针与数组

前面第3节我们曾经说到，数组名和指针之间有些联系。指针可以指向变量，而数组作为变量的集合，指针自然也可以指向它，这一点是容易想通的。

让一个指针指向一维数组的方式有很多种，只要把数组的地址赋值给指针即可。比如这样：

int num[10],\*p;

p=num;

p=&num[0];

p=&num;

这3种方式都是可行的，第一种是直接把数组名赋值给指针p，我们知道，数组名本身就代表数组的地址。第二种方式是把num[0]的地址赋值给p，而num[0]的地址当然也就是数组num的地址。第三种方式则是直接取出num数组的地址，结果与前两种方式一致。

如果指针与一维数组的应用仅限于指针可以指向数组中的某个元素的话，那么我们根本没必要专门把指针与数组作为一节来讲。为了说明这个问题，我们来看看如果通过指针来访问数组元素。

1. #include <stdio.h>
2. int main()
3. {
4. int num[10],\*p = num;
5. for (int i = 0; i < 10; i++)
6. {
7. num[i] = i + 1;
8. }
9. for (int i = 0; i < 10; i++)
10. {
11. printf("%d ",\*(p+i));
12. }
13. getchar();
14. return 0;
15. }

程序7-6-1

程序运行结果如下：

1 2 3 4 5 6 7 8 9 10

p表示num的首地址，而p+i自然就表示num[i]的地址，\*(p+i)也就是num[i]了。这种通过指针来表示数组元素的方法是我们很容易想到的，但是却不是非常方便的方法。事实上，我们完全可以通过另外一种更简洁的方式来达到用指针访问数组元素的目的，也就是直接使用下标的方法。

前面第6章我们简单提到过访问数组元素的原理。我们说，num[i]（假设num是int型数组）表示在num数组的首地址的基础上移动i个单位的地址并取出对应的值。而\*(num+i)也表示同样的意思。也就是说，我们完全可以用\*(num+i)这样的方式来取代传统的下标（如果不嫌麻烦的话）。而反过来，我们同样可以用指针+下标的方式来访问数组元素，比如\*(p+i)可以改写成p[i]。原理我们已经很清楚了，p[i]和\*(p+i)都表示同样的意思，只要p表示一个地址就足够了，我们不必关心它到底是一个指针还是数组名。

接下来我们通过一个程序来演示这种操作。

1. #include <stdio.h>
2. int main()
3. {
4. int t = 10, num[10],\*p;
5. p = &t;
6. printf("%d\n",p[0]);
7. for (int i = 0; i < 10; i++)
8. {
9. num[i] = i + 1;
10. }
11. p = num;
12. for (int i = 0; i < 10; i++)
13. {
14. printf("%d ", p[i]);
15. }
16. getchar();
17. return 0;
18. }

程序7-6-2

程序运行结果如下：

10

1 2 3 4 5 6 7 8 9 10

程序第5行，我们把int型变量t的地址赋值给p，然后访问了p[0]，不难理解p[0]和t是等价的。接下来的第7行的for循环中，我们对num数组进行了赋值操作，num储存着1~10的自然数。然后我们让p指向num数组，这下就可以用p来访问num数组了。在第10行的for循环中，我们逐一输出了num[0]~num[9]的值。从运行结果来看，这样的操作是成功的。

指针和数组名是否是等价的呢？实际上，数组名虽然可以赋值给指针，但它本身却不是一个指针（甚至也不算指针常量），因为指针拥有一片内存区域来储存它的目标的地址，而数组名代表一个地址，它不占用内存空间。而且，数组一定是存在于栈空间里的，而指针却可以指向堆空间里的一片内存，并且把这片内存当成数组来使用（下一节将会介绍这种做法）。同时，当程序在运行过程中，会有一片内存空间专门记录每个数组的大小，然后当数组的生命周期结束时，就从数组首地址开始，回收相应的内存。

以程序7-6-1和7-6-2为例，num和&num是等价的，而p（假设p指向num数组）和&p却不等价。num本身表示数组的地址（可以理解为num是一个常量），而&num的意义则是对num数组进行取地址，两个地方的num含义不同（事实上，参考其它变量的取地址的方式，&num才应该是正确的写法，只不过为了表示方便，C语言也就规定数组名本身代表地址）。p和&p不等价更好解释，就像对于一个普通变量来说，它的值和它的地址不相等一样。

我们可以通过一个程序验证这一点。

1. #include <stdio.h>
2. int main()
3. {
4. int num[10], \*p = num;
5. printf("num:%p\n",num);
6. printf("&num:%p\n", &num);
7. printf("p:%p\n", p);
8. printf("&p:%p\n", &p);
9. getchar();
10. return 0;
11. }

程序7-6-3

程序的某次运行结果如下：

num:0018F9D8

&num:0018F9D8

p:0018F9D8

&p:0018F9CC

可以看出，num、&num、p三者的值都是相等的，而&p的值则不同。

早在前面第6章，我们就介绍过如何把数组作为函数参数传递。我们知道，指针和数组名都可以被当成数组来使用。而就我们目前的知识储备来看，形参似乎是一个数组而不是指针（因为形参中含有[]，没有\*）。那么，形参真的是一个数组名吗？稍加分析我们便可以得出否定的结论。我们知道，形参和实参在储存上是分离的，形参需要占用储存空间（在C语言里面，形参一定等同于一个局部变量，一定要占用内存，而C++和其它一些高级语言里面则未必）。所以，函数形参中的数组都是可以改写成指针形式的，而事实上，它们也应该是指针而不是数组名。

程序7-6-3已经验证了，如果p和&p等价，那么p就是数组名，否则就是指针。我们可以利用程序7-6-3的思路，编写一个程序来验证。

1. #include <stdio.h>
2. void fun(int []);
3. int main()
4. {
5. int num[10];
6. printf("num数组的地址：%p\n",num);
7. fun(num);
8. getchar();
9. return 0;
10. }
11. void fun(int num[])
12. {
13. printf("参数的值：%p\n",num);
14. printf("参数的地址：%p\n",&num);
15. }

程序7-6-4

程序的某次运行结果如下：

num数组的地址：0018FE9C

参数的值：0018FE9C

参数的地址：0018FDC8

从这个运行结果我们可以看出，fun函数的参数num是一个指针而不是一个数组，只是这个指针的值是一个数组的地址而已。

**试一试**

用指针做形参，改写strLen、strCpy等函数。

指针和数组名有着紧密的联系，但是又不完全相同。而对于函数参数来讲，形参和实参不需要都是指针或者都是数组。形参是指针的时候，实参也可以是指针也可以是数组，反之亦然。接下来我们将通过一个程序来分别展示一下这4种组合。

1. #include <stdio.h>
2. void fun1(int \*);
3. void fun2(int[]);
4. int main()
5. {
6. int num1[10], num2[10], \*p = num2;
7. fun1(num1);
8. fun2(num1);
9. fun1(p);
10. fun2(p);
11. getchar();
12. return 0;
13. }
14. void fun1(int \*num)
15. {
16. printf("fun1函数，参数的值是：%p\n",num);
17. }
18. void fun2(int num[])
19. {
20. printf("fun2函数，参数的值是：%p\n", num);
21. }

程序7-6-5

程序的某次运行结果如下：

fun1函数，参数的值是：0018F780

fun2函数，参数的值是：0018F780

fun1函数，参数的值是：0018F750

fun2函数，参数的值是：0018F750

fun1和fun2两个函数分别以指针和数组作为形参，我们用指针p和数组num1分别作为fun1和fun2的参数来调用这两个函数，一共有4次调用。可以看到，形参是指针实参是数组、形参是数组实参是数组、形参是指针实参是指针、形参是指针实参是数组这4种不同的搭配都是合理的，程序都能够正常运行。

不知道读者是否考虑过，如果要指向一个二维数组，应该用什么样的指针呢？显然，用普通的指针是不够的。因为二维数组有两个下标，而普通的指针只能支持一个下标。这时候，我们需要用到行指针。

声明行指针的语法格式如下：

变量类型 (\*指针名)[表达式];

其中，表达式表示行指针的目标二维数组的第二维的大小。比如这样声明了一个二维数组：int num[2][3]，那么指向它的行指针的声明方式就是int (\*p)[3];。

1. #include <stdio.h>
2. int main()
3. {
4. int num[2][3] = {1,2,3,4,5,6};
5. int(\*p)[3] = num;
6. for (int i = 0; i < 2; i++)
7. {
8. for (int j = 0; j < 3; j++)
9. {
10. printf("%d ",p[i][j]);
11. }
12. printf("\n");
13. }
14. getchar();
15. return 0;
16. }

程序7-6-6

程序的运行结果如下：

1 2 3

4 5 6

可以看出，p能够被当成二维数组来使用，就像普通的指针能够被当成数组一样（如果这个普通的指针指向一个数组的话）。

我们说过，形如p[n]这样的表达式可以被理解成\*(p+n)，那么p[m][n]又应该怎样理解呢？

要解决这个问题，首先我们应该知道，对一个行指针进行取值运算（解除引用）的结果是什么。

事实上，行指针解除引用之后的就是一个普通的指针。前面第6章我们说过，对于一个二维数组p[m][n]来说，我们可以认为数组p是由m个长度为n的一维数组组成的。而p[m]就表示第m个一维数组的首地址，p[m]可以改写成\*(p+m)，因此不难理解为什么行指针解除引用之后的结果是一个普通的指针。

1. #include <stdio.h>
2. int main()
3. {
4. int num[2][3],(\*p)[3]=num;
5. for (int i = 0; i < 2; i++)
6. {
7. printf("%p %p\n", num[i], \*(p + i));
8. }
9. getchar();
10. return 0;
11. }

程序7-6-7

程序的某运行结果如下：

0018F9B8 0018F9B8

0018F9C4 0018F9C4

可以看出，\*(p+i)和num[i]是等价的，都表示num数组中的第i个一维数组的首地址。

既然知道了行指针解除引用的结果是一个普通的指针，那么我们就不难理解p[m][n]了，它可以被改写成\*(p[m]+n)，也就是第m个一维数组中的第n个元素，p[m]可以理解成一个普通的指针，对普通的指针进行取值运算当然是合理的。同样地，p[m][n]还可以改写成\*(\*(p+m)+n)，只不过这样写显然太麻烦了。我们同样可以通过一个程序来演示这一说法。

1. #include <stdio.h>
2. int main()
3. {
4. int num[2][3] = { 1,2,3,4,5,6 };
5. int(\*p)[3] = num;
6. for (int i = 0; i < 2; i++)
7. {
8. for (int j = 0; j < 3; j++)
9. {
10. printf("%d %d %d\n",num[i][j],p[i][j],\*(\*(p+i)+j));
11. }
12. }
13. getchar();
14. return 0;
15. }

程序7-6-8

程序的运行结果如下：

1 1 1

2 2 2

3 3 3

4 4 4

5 5 5

6 6 6

从程序7-6-8中可以看出，访问数组中的元素可以有多种方式，直接通过数组名+下标的方式、通过行指针+下标的方式、对行指针解除引用的方式。由此可见指针的操作是非常灵活的。

我们曾说过，二维数组实际上也是按照一维数组的方式来储存的。以程序7-6-8为例，num[0][3]实际上和num[1][0]是等价的，而num[0][3]这种访问方式实际上是把二维数组num当成一维数组来处理了，这当然是可行的。但是这样会有两个下标，非常不方便。那么，有没有办法让一个普通指针指向二维数组，然后把这个指针当成一维数组来使用，从而间接地达到把二维数组转换成一维数组的目的呢？答案是肯定的。

1. #include <stdio.h>
2. int main()
3. {
4. int num[2][3] = { 1,2,3,4,5,6 };
5. int \*p = (int \*)num; //将num转换成一个普通指针
6. for (int i = 0; i < 6; i++)
7. {
8. printf("%d ",p[i]);
9. }
10. getchar();
11. return 0;
12. }

程序7-6-9

程序的运行结果如下：

1 2 3 4 5 6

程序第5行就是问题的关键，可以看到，我们用到了类型转换，num本应该是一个行指针，但是我们把它转换成了一个普通的指针。我们说过，任何指针的本质都是相同的，所以这个转换的过程不会导致任何数据丢失。

**小提示**

在类型转换的过程中，数据本身并没有发生改变。就程序7-6-9而言，(int \*)num这样的转换不会使num从一个数组名变成一个普通的指针，转换的过程的实质是转换num的值。首先把num的值取到内存中，此时num的值是一个行指针，接着把num的值转换成一个普通指针，并且把转换后的结果赋值给p指针。整个过程中，num没有发生变化。

我们说过，在函数的形参中，一维数组的本质是指针，那么以二维数组为形参的函数的形参的本质是否也是指针呢？我们同样可以通过一个程序来得到问题的答案。和一维数组类似地，假如形参的值和它的地址一样，那么形参就是一个数组名，否则它就是一个指针。

我们可以提前做一点分析，我们说过，C语言中的形参本身是要占用内存的，而数组名则不会占用内存，所以我们先假设形参的本质是指针。

1. #include <stdio.h>
2. void fun(int[][3]);
3. int main()
4. {
5. int num[2][3];
6. printf("num的值：%p，num的地址：%p\n", num, &num);
7. fun(num);
8. getchar();
9. return 0;
10. }
11. void fun(int num[][3])
12. {
13. printf("参数的值：%p，参数的地址：%p\n",num,&num);
14. }

程序7-6-10

程序的某次运行结果如下：

num的值：0018FB30，num的地址：0018FB30

参数的值：0018FB30，参数的地址：0018FA5C

运行结果验证了我们之前的猜想。

和一维数组一样，参数含有二维数组的函数也能实现4种组合（即形参是指针实参是数组、形参是数组实参是数组、形参是指针实参是指针、形参是指针实参是数组）。我们同样通过一个简单的程序来演示这4种情况。

1. #include <stdio.h>
2. void fun1(int (\*)[3]);
3. void fun2(int[][3]);
4. int main()
5. {
6. int num1[2][3], num2[2][3], (\*p)[3] = num2;
7. fun1(num1);
8. fun2(num1);
9. fun1(p);
10. fun2(p);
11. getchar();
12. return 0;
13. }
14. void fun1(int (\*num)[3])
15. {
16. printf("fun1函数，参数的值是：%p\n", num);
17. }
18. void fun2(int num[][3])
19. {
20. printf("fun2函数，参数的值是：%p\n", num);
21. }

程序7-6-11

程序的某次运行结果如下：

fun1函数，参数的值是：0018FE1C

fun2函数，参数的值是：0018FE1C

fun1函数，参数的值是：0018FDFC

fun2函数，参数的值是：0018FDFC

可以看到，二维数组和一维数组是相同的。

指针本身也是一种变量，变量的集合就是数组。同样地，指针也有数组，指针数组的声明方式如下;

变量类型 \*数组名[表达式];

可以看到，指针数组的声明方式和行指针非常类似，它们的区别在于是否有圆括号。我们不妨这样理解指针数组和行指针的区别：int \*和int一样（或者其它数据类型），是一种数据类型，如果没有圆括号，则\*和int结合，表示这是一个int \*型变量的数组。而如果有小括号，则\*直接和指针名结合，那么就不再是int \*型的指针了。

指针数组的使用和普通数组差不多，只不过每个元素都是指针。

1. #include <stdio.h>
2. int main()
3. {
4. int a, b, c;
5. int \*p[3] = {&a,&b,&c};
6. for (int i = 0; i < 3; i++)
7. {
8. \*p[i] = i + 1;
9. }
10. printf("%d %d %d ",a,b,c);
11. getchar();
12. return 0;
13. }

程序7-6-12

程序的运行结果如下：

1 2 3

在程序的第5行，我们声明了一个指针数组p，并且分别用a、b、c的地址来初始化了p中的各个元素。之后的循环语句中，我们对p[0]~p[2]分别进行取值运算（解除引用），实际上，第8行的取值运算等价于这种形式：\*(p[i])，也就是先计算下标，再取值。而我们知道p[i]可以改写成\*(p+i)，所以\*p[i]实际上也等于\*(\*(p+i))，对此只需了解即可，如果在程序设计中写出这样的代码，那么代码的可读性将会非常低。

至于为什么\*p[i]等价于\*(p[i])而不是(\*p)[i]，这和运算符的结合性有关，读者可以参考附录。

当然，指针数组中的每个元素也可以指向数组。

1. #include <stdio.h>
2. int main()
3. {
4. int a, b, c[3] = {1,2,3};
5. int \*p[3] = {&a,&b,c};
6. printf("%d",p[2][2]);
7. getchar();
8. return 0;
9. }

程序7-6-13

程序7-6-13中，我们声明了一个指针数组p，分别用变量a、b以及数组c的地址来初始化了它。有意思的是第6行，这里p突然变得像个二维数组了。明明p就不是行指针，为什么还能有这种写法呢？要理解这个问题，就一定不能拘泥于表面现象，从底层的原理看来，这种写法是完全合理的。p[2][2]可以改写成\*(p[2]+2)，而p[2]是一个指针，所以这样写就是可行的，即使p是指针数组而不是行指针。

那么，如果要把指针数组当成函数参数，应该应该怎么做？我们知道，当传递普通的一维数组的时候，传递实际上是一个指针。这是否意味着传递指针数组的时候也应该传递一个指针呢？答案是肯定的，只不过这个指针就不是普通的指针了，而是二级指针，也就是指向指针的指针。

1. #include <stdio.h>
2. void fun(int \*\*);
3. int main()
4. {
5. int a, b, c;
6. int \*p[3] = { &a,&b,&c };
7. fun(p);
8. printf("%d %d %d",a,b,c);
9. getchar();
10. return 0;
11. }
12. void fun(int \*\*p)
13. {
14. \*p[0]= 10;
15. \*p[1] = 9;
16. \*p[2] = 8;
17. }

程序7-6-14

程序的运行结果如下：

10 9 8

初学者通常会觉得难以理解程序7-6-14，事实上，二级指针已经是C语言语法基础中最难的部分了。

如果我们仔细分析程序7-6-14，那么读者将会发现，它的原理也并非多么复杂。这里同样要用到类比的分析方法。首先我们可以确定，fun函数中的p[0]和主函数中的p[0]是等价的，这就好像程序7-6-4等程序中，p[i]和num[i]等价一样，只不过程序7-6-4中的num是int型数组，而程序7-6-14中的p数组是一个int \*型数组。而p[0]本身也是一个指针（一级指针，也就是我们前面说的“普通指针”），p[0]指向主函数中的变量a，而\*p[0]自然就是a了。

为了便于理解，读者也可以把程序7-6-14的第2和第12行改成void fun(int \*[]);和void fun(int \*p[]);。

此外，读者可以思考一下，如果把fun函数中的\*p[0]改成(\*p)[0]，会有什么不同。答案是，\*p[0]和(\*p)[0]没有不同，但是\*p[1]和(\*p)[1]就完全不同了。(\*p)等价于&a，因此(\*p)[0]等价于(&a)[0]，也就等价于a。而\*p[1]是等价于b的，但是(\*p)[1]却等价于(&a)[1]，很明显(&a)和b不等价。

前面我们曾讲到过字符指针，在某些情况下，用字符指针来“储存”字符串比用字符数组更方便。

如果我们想要储存10个人的名字，而这10个人的名字有长有短。首先排除用10个不同的字符数组来储存，因为同时维护10个数组是很困难的事。所以使用一个二维字符数组是更优的解决方案，假设一个人的名字最多占用20个字符，我们就可以这样声明数组：char name[10][20];。显然，维护一个二维数组的成本远远低于同时维护10个数组。如果这10个名字随时可能发生变化，那么二维数组就肯定是最好的办法，而如果他们的名字是一开始就能确定并且不会发生更改的，那么用字符指针数组就更为合理。

1. #include <stdio.h>
2. #include <string.h>
3. int main()
4. {
5. char \*name[3] = {"张三","李四","丹尼斯·麦卡利斯泰尔·里奇"};
6. for (int i = 0; i < 3; i++)
7. {
8. printf("%d ",strlen(name[i]));
9. }
10. getchar();
11. return 0;
12. }

程序7-6-15

程序7-6-15中，我们声明并初始化了一个字符指针数组，并且用3个不同的字符串来初始初始化了它，这3个字符串的长度分别是4、4、26，同时，我们知道字符串中有个隐藏的结束符，所以储存这3个字符串一共用了5+5+27+3\*4=49个字节。如果我们用一个二维数组来储存，将会用到26\*3=78个字节。很明显用二维数组将会浪费大量的空间。

这里再次强调一点，需要注意的是，用字符指针数组来“储存”字符串仅适用于在编译阶段就能确定字符串内容，并且在程序运行过程中字符串不会发生改变的情况。如果我们试图用指针数组的某个成员作为scanf的参数来输入字符串，都会导致错误的发生。

char name1[3][20];

scanf(“%s”,name1[0]); //正确

char \*name2[3]={“字符串”,”字符串”,”字符串”};

scanf(“%s”,name2[0]); //错误

字符指针数组作为函数参数和普通的指针数组是类似的。

1. #include <stdio.h>
2. void fun(char \*\*);
3. int main()
4. {
5. char \*name[3] = {"张三","李四","丹尼斯·麦卡利斯泰尔·里奇"};
6. fun(name);
7. getchar();
8. return 0;
9. }
10. void fun(char \*\*name)
11. {
12. printf("主函数中的字符指针数组：\n");
13. for(int i = 0; i < 3; i++)
14. {
15. printf("%s\n",name[i]);
16. }
17. }

程序7-6-16

程序的运行结果如下：

主函数中的字符指针数组：

张三

李四

丹尼斯·麦卡利斯泰尔·里奇

name[i]是一个指针，它指向某个字符串，用name[i]作为printf的参数就能输出一个字符串了。

7.7指针与内存操作

没有了指针，C语言的“威力”就会减少一大半，而没有了内存操作，指针的威力又会减少一大半。

前面的章节中，我们提到过堆和栈的概念。在这一节之前，我们所处理的变量都是栈空间里面的变量。而这一节，我们将讲解如何使用堆空间中的内存。

栈空间由程序自动维护，栈空间一般比较小（空间小有助于提高访问速度），所以栈空间里一般存放一些关键的数据。试想，如果我们要处理1000个学生的某一门学科的成绩，那么我们至少需要1000个int型变量，这些变量将会占用4000字节的内存空间，把它们放在栈空间里显然是不明智的。而堆空间和栈空间则正好相反，堆空间的容量非常大，但是访问速度比栈空间更小，并且需要程序员亲自来维护。

那么，到底应该怎样使用堆空间中的内存呢？这里我们需要用到一个C语言标准库的函数：malloc（需要包含头文件stdlib.h），它是最简单的内存分配函数。

malloc函数的返回值是一个void类型的指针，在C语言里面，void类型的指针可以被隐式地转换成任何其它类型的指针。

1. #include <stdio.h>
2. #include <stdlib.h>
3. int main()
4. {
5. int \*p;
6. p = malloc(sizeof(int));
7. \*p = 10;
8. printf("p的值：%p，p的目标所储存的值：%d\n",p,\*p);
9. free(p);
10. getchar();
11. return 0;
12. }

程序7-7-1

程序的某次运行结果如下：

p的值：00A58F10，p的目标所储存的值：10

如果读者发现程序7-7-1在自己编译器上不能正常地通过编译，那么读者可以检查当前源文件的后缀是否为.cpp，如果是，改成.c即可（这是C++不能兼容C语言的一个地方）。或者把第6行改成：p=(int \*)malloc(sizeof(int));。我们说，C语言中，void类型的指针可以隐式转换成其它类型的指针，因此我们可以直接把malloc的返回值赋值给int型指针p，程序运行过程中会自动发生隐式转换，把void \*转换成int \*。而C++则没有这一特性，因此我们必须采用显示转换，在malloc前加(int \*)， 强制地将malloc的返回值转换为int \*。

在第6行，我们通过malloc申请了一片堆空间中的内存，这片内存的大小是sizeof(int)，也就是int型数据所占的内存空间的大小。可以看出，malloc只有一个参数，这个参数就表示要申请的内存的大小（单位为Byte，也就是字节）。我们用p指向申请出来的内存空间，并且通过p来操作这片空间，我们把这片内存当成一个int型的数据来使用，将整数10赋值给它，并用printf来输出它。

最后第9行的free是释放内存的函数，我们说，堆空间中的内存是由程序员自己来维护的，我们负责申请了内存，也应该在这片内存不再使用时释放它，就像程序自动维护栈空间中的内存一样。free函数只有一个参数，这个参数就是要释放的内存的起始地址。

**小提示**

内存的申请与释放永远是C语言程序员头疼的问题。堆内存被申请出来后不会自动释放，如果我们申请了一片内存，那当我们不再使用这片内存时，应该释放掉它，否则这片内存就会一直占用，不能被重新分配，也不能被我们使用，相当于少了一块可用的内存空间，这种情况被称为内存泄漏。通常情况下，当一个程序运行完毕的时候，操作系统会自动回收程序“泄漏”出来的内存，但是我们不能保证所有操作系统都是如此，甚至有时候C语言程序运行在没有操作系统的环境中，更何况，有些程序会运行很长一段时间（例如服务器上的程序），所以我们不应该指望操作系统来为我们收拾烂摊子。很多高级语言都提供自动回收堆内存的机制，这种机制当然有助于程序开发，但是会浪费大量的性能，而C语言主要应用于需要节约性能的地方，所以不提供垃圾回收的功能。

程序7-7-1中的动态内存操作只能算一个“动态变量”，动态变量确实有很广泛的应用，只不过那只针对于复合类型（后面章节中的结构体），程序7-7-1中的基本数据类型的动态变量是没有什么利用价值的。

就基本数据类型而言，动态数组比动态变量使用更加广泛。我们知道，数组通常会占用较多的内存空间，如果能把它们从栈空间转移到堆空间，那么将会有效地节约栈空间中有限的资源，让这些资源被用于更需要的地方。接下来我们通过一个程序来演示动态数组的用法。

1. #include <stdio.h>
2. #include <stdlib.h>
3. int main()
4. {
5. int \*p,size=10;
6. p = malloc(size\*sizeof(int));
7. for (int i = 0; i < size; i++)
8. {
9. p[i] = i + 1;
10. printf("%d ",p[i]);
11. }
12. free(p);
13. getchar();
14. return 0;
15. }

程序7-7-2

程序的第6行，我们使用malloc为p分配了size个int型变量的空间。size是一个变量，也就是说，动态数组的大小不必在编译阶段就确定，而是可以在程序运行时决定。事实上，普通的数组也可以这样，只不过不是所有的编译器都支持C语言的这一特性，在前面的章节中我们就已经提到过这一点，当时我们还说，这一特性的作用并不是特别大，因为我们有取代它的更好的办法，动态数组就是取代它的办法。

第12行的free用来释放分配给p的内存空间。细心的读者可能会问了，不管p是像程序7-7-1那样指向一个int型变量大小的区域还是像程序7-7-2那样指向更大的一片区域，我们都用free来释放对应的内存空间，而free只有一个参数，那么free函数怎么知道要释放多大的内存空间呢？

事实上，malloc分配内存的时候，实际分配的大小比我们申请的更大一些。在这些“多出”的内存空间中，就储存有我们申请的大小。p指向的地址是malloc分配给用户的可用的内存空间，而在p之前紧邻的16个字节中，就储存有这片内存空间的各种信息。我们知道，32位的程序最多能处理4GB的内存，而4GB用一个int型变量就能表示，所以我们可以确定，在p之前的16个字节中，只有其中4个字节储存着内存空间的大小。

1. #include <stdio.h>
2. #include <stdlib.h>
3. int main()
4. {
5. int \*p,\*q,size=10;
6. p = malloc(size\*sizeof(int));
7. q= malloc(2\*size\*sizeof(int));
8. printf("%d %d %d %d\n",\*(p-4),\*(p-3),\*(p-2),\*(p-1));
9. printf("%d %d %d %d\n", \*(q - 4), \*(q - 3), \*(q - 2), \*(q - 1));
10. getchar();
11. return 0;
12. }

程序7-7-3

程序在Visual Studio 2015的环境下的运行结果如下：

1 40 65 -33686019

1 80 66 -33686019

我们为p分配了40字节的内存，为q分配了80字节。可以看到，\*(p-3)和\*(q-3)的值就是分配到的内存空间的大小，而剩下的3个数据则有其它意义，具体有何用处与编译器本身有关，这也就是为什么，我们特别强调运行结果是在Visual Studio 2015下的。即使是在Visual Studio 2015的“前辈”，Visual Studio 2013上，程序的结果都会有所不同。虽然malloc函数的具体实现多种多样，但是它们的原理都是类似的。同时，对于同一个编译器来讲，它们的malloc和free函数都是配对的，所以这个差距不会对程序员造成影响。

使用free函数时要特别注意，不能对同一片区域进行两次释放操作，原因其实很简单，任何一片从堆空间里分配出来的内存空间的前面的16个字节都会用来储存这片内存空间的各种信息，而调用free会“抹除”这些信息，这样，再次调用free的时候，就会因为不能解析出相关的信息而出错。

这么说读者可能不会有什么深刻的理解，我们不妨写一个程序来做实验。

1. #include <stdio.h>
2. #include <stdlib.h>
3. int main()
4. {
5. int \*p;
6. p = malloc(sizeof(int));
7. printf("释放内存前：%d %d %d %d\n",\*(p-4),\*(p-3),\*(p-2),\*(p-1));
8. free(p);
9. printf("释放内存后：%d %d %d %d\n", \*(p - 4), \*(p - 3), \*(p - 2), \*(p - 1));
10. getchar();
11. return 0;
12. }

程序7-7-4

在Visual Studio 2015的环境下，程序的运行结果如下：

释放内存前：1 4 65 -33686019

释放内存后：-572662307 -572662307 -572662307 -572662307

可以看出，在释放内存前，保存信息的16个字节中的信息很正常，而在释放内存之后，这些数据全部改变了，相关信息全部丢失。这时候，再次调用free函数，free函数将会在对这16个字节进行信息提取的时候出错。

在释放内存之后，原有的信息通常也会丢失，但是一个指针指向的堆内存被释放后，它依然会指向原来的内存空间，如果这时候我们试图通过它来访问目标内存空间，就可能导致错误的发生。

1. #include <stdio.h>
2. #include <stdlib.h>
3. int main()
4. {
5. int \*p;
6. p = malloc(sizeof(int));
7. \*p = 4;
8. printf("释放内存前：%d\n",\*p);
9. free(p);
10. printf("释放内存后：%d\n", \*p);
11. getchar();
12. return 0;
13. }

程序7-7-5

程序的运行结果如下：

释放内存前：4

释放内存后：-572662307

可以看到，我们储存的信息的确是丢失了。这里我们储存的是一个整数，整数不会导致很大的问题的发生，如果我们在这里储存的是一个指针，那么问题就大了。

**小提示**

在一个指针指向的堆内存空间被释放之后，如果它依然指向原处，那么这时候它可以被称为“迷途指针”，或者“野指针”。迷途指针指向的内存已不可用，通过它来访问目标内存会导致程序存在潜在的威胁，因此，在一个指针被free之后，我们通常会选择把它的值设为空指针NULL，这样程序就会在我们对该指针解除引用的时候崩溃（因为空指针不能进行解除引用）。虽然程序崩溃不是什么好事，但是它至少能给我们明确的提示我们到底哪里错了，相比那些看起来正常的“不动声色”的错误，程序崩溃带来的代价是相对较小的。因为前者会让我们花费大量时间去寻找错误所在。

既然一维数组可以有动态数组，那么二维数组可不可以是动态的呢？当然是可以的，二维的动态数组分为两种。我们可以通过行指针或是二级指针来创建二维动态数组。

首先来看第一种，通过行指针来创建，这种方式相对比较简单，但是不够灵活。按照之前创建一维动态数组的思路，我们很容易想到，创建二维动态数组的方式是申请对应的空间，并把这片内存空间的地址赋值给某个行指针，这样该行指针就可以被当成二维数组来使用了。

1. #include <stdio.h>
2. #include <stdlib.h>
3. int main()
4. {
5. int (\*p)[3];
6. p = malloc(2 \* 3 \* sizeof(int));
7. for (int i = 0; i < 6; i++)
8. {
9. p[0][i] = i;
10. }
11. for (int i = 0; i < 2; i++)
12. {
13. for (int j = 0; j < 3; j++)
14. {
15. printf("%d ",p[i][j]);
16. }
17. }
18. free(p);
19. getchar();
20. return 0;
21. }

程序7-7-6

程序运行结果如下：

0 1 2 3 4 5

程序第6行我们为p分配了内存空间，malloc返回的类型是void \*，而p是int (\*)[3]型的，我们说过，在C语言中，void \*可以隐式地转换成其它类型的指针（在C++中必须写成(int (\*)[3])malloc(2\*3\*sizeof(int));），可以看出，p相当于是一个2\*3的int型二维数组。

第7行的for循环中，我们为数组p的元素依次赋值，需要注意的是，这里我们利用的是“越界访问”的方式，这种越界不会造成负面影响，就像普通的二维数组一样。而接下来的第11行的循环中，我们则换了一种循方式来访问数组中的元素，这次我们用到了双重循环。而最后释放内存的操作也没有什么特别的地方。

总得说来，通过行指针创建的二维数组和普通的二维数组在使用上几乎是一致的。不过通过行指针创建二维动态数组有个明显的问题，那就是必须知道第二维的大小。我们说，虽然C99已经规定，形如这样的写法是正确的：int x=2;int num[x];，但是就目前而言，很多编译器都还不支持这种写法。所以我们想要创造一个“变长数组”，通常都需要使用动态数组，而通过行指针显然不能达到二维数组的两维都可变的目的，这时候我们就只能借助二级指针了。

**小提示**

所谓变长数组（**variable-length array**，简称VLA），是指大小不必在编译阶段就能确定的数组，变长数组的实际大小可以等到运行时才确定。这就好像我们这样声明一个数组：int num[3];那么不管程序运行多少次，num的大小始终为3。而如果我们这样声明：int x;

scanf(“%d”,&x); int (\*)p[3]=malloc(x\*3\*sizeof(int));，数组p的大小就不能在编译阶段确定了，多次运行程序之后，p的实际大小也可能会有出入，虽然第二维的大小依然是固定的。

那么，通过二级指针创建动态数组的过程是怎样的呢？首先，我们要为二级指针分配内存，这样二级指针就指向一片内存空间了，这片空间用来储存一级指针（指针数组的数组名相当于二级指针），这片空间中肯定储存着不少的一级指针，而每个一级指针又可以指向一个一维数组，因此我们还要为这些一级指针分别分配内存，最终就能形成一个二维数组了。事实上，通过二级指针创建出来的已经不是传统意义上的二维数组了，因为储存空间不是连续的，但是依然是若干个一维数组的集合。

1. #include <stdio.h>
2. #include <stdlib.h>
3. int main()
4. {
5. int \*\*p;
6. p = malloc(2\*sizeof(int \*));
7. for (int i = 0; i < 2; i++)
8. {
9. p[i] = malloc(3 \* sizeof(int));
10. }
11. for (int i = 0; i < 2; i++)
12. {
13. for (int j = 0; j < 3; j++)
14. {
15. p[i][j] =i\*3+j;
16. printf("%d ",p[i][j]);
17. }
18. printf("\n");
19. }
20. for (int i = 0; i < 2; i++)
21. {
22. free(p[i]);
23. }
24. free(p);
25. getchar();
26. return 0;
27. }
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程序运行结果如下：

0 1 2

3 4 5

p是一个二级指针，我们为它分配了2个int \*型数据的空间，然后p就可以当成指针数组来使用了。指针数组p中的储存着2个int \*数据（2个int型指针），而每个int \*型数据又可以指向一个int型数组，因此接下来的第7行的for循环中，我们为指针数组p中的2个指针分别分配了一定的内存。

而为什么p可以当成二维数组来使用呢？我们说过，p[i][j]可以解析成\*(\*(p+i)+j)，也可以解析成\*(p[i]+j)，比如p[0][0]，就表示指针数组p中储存的第1个一级指针所指向的内存空间中的第1个元素。

假设有一个普通的二维数组：int num[2][3]，那么num[0][3]和num[1][0]实际上是等价的，通过行指针创建的动态二维数组中也一样。但是在程序7-7-7中，通过二级指针创建的二维动态数组中p中，p[0][3]和num[1][0]就不等价了，因为p[0]所指向的内存空间和p[1]指向的内存空间不连续。

而在释放内存的时候，二级指针显然也比行指针更麻烦。就像申请内存的时候要分两步一样，释放内存的时候同样要分两步，首先释放p[0]和p[1]指向的内存，然后再释放p指向的内存，这个顺序是不能交换的，否则将会导致错误的发生。

可以看出，比起行指针，二级指针更灵活，行和列都是可以任意指定的，但是代价是代码更加复杂。

在分配动态内存的时候，分配的空间的大小是由我们任意指定的，我们很可能将这个大小设置得很大，如果可用内存不足的话，会怎样呢？答案当然是会分配失败，而内存分配失败的标志就是malloc的返回值为NULL。

1. #include <stdio.h>
2. #include <stdlib.h>
3. int main()
4. {
5. unsigned int size =0;
6. size--; //size的大小为4G
7. printf("size的大小：%u\n",size);
8. int \*p=malloc(size);
9. if (p == NULL)
10. {
11. printf("内存分配失败");
12. }
13. else
14. {
15. printf("内存分配成功:%p\n",p);
16. }
17. getchar();
18. return 0;
19. }
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程序的运行结果如下：

size的大小：4294967295

内存分配失败

第5行我们声明了一个usigned int类型的变量size。我们知道，int型变量可以同时表示负数和非负数，而usigned int则只能表示非负数（ungifned的意思是无符号）。int和usigned int型变量所占的内存都是4字节，也就是32位。由于usigned int不能表示负数，因此它能表示的最大的整数就是2的32次方，也就是4G。关于int和usigned int在内存中的具体表示，请参考第10章。

我们将size初始化为0，并且在第6行让size执行了自减运算。由于size只能表示非负数，所以size-1之后，size的值就从最小变成最大了（这是前面章节中提到过的“绕回处理”）。size能表示的最大值是4G，所以此时size的值也就变成了4G。

第7行输出了size的值，这里的格式控制字符是%u，%u用于输出usingned类型的数据，如果这里用的格式控制字符是%d的话，输出的值就是一个负数（原理参考第10章）。

我们知道，32位的程序理论上最多只能支持4GB的内存，所以我们尝试在一个程序中分配4GB的内存肯定会失败，即使机器的可用内存足够大。而内存分配失败后，malloc会返回NULL。第9行的if-else语句用来验证这一点。

现在知道了内存分配失败后，malloc的返回值是NULL，我们在分配动态内存时，应该编写额外的代码来检测是否分配成功，如果分配失败应该及时采取应对措施（退出程序等），以避免发生更大的错误。

除了malloc和free以外，C语言标准库还提供了很多内存操作函数，接下来我们将介绍一些常用的内存操作函数，它同样声明在stdlib.h中。

首先来看第一个，和malloc长得很像的calloc。calloc的函数原型如下：

void \* calloc(size\_t n,size\_t size);

size\_t是一种数据类型，通常情况下它和int是等价的。size表示要分配的内存的单位大小，而n则表示要分配多少个这样的内存单元。因此，分配的总的内存的大小就是n\*size。此外，calloc还会对内存进行初始化操作，分配的内存会被初始化为0。

1. #include <stdio.h>
2. #include <stdlib.h>
3. int main()
4. {
5. int \*p;
6. p = calloc(10, sizeof(int));
7. printf("%d %d %d %d\n",\*(p-4),\*(p-3),\*(p-2),\*(p-1));
8. for (int i = 0; i < 10; i++)
9. {
10. printf("%d ",p[i]);
11. }
12. free(p);
13. getchar();
14. return 0;
15. }
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程序在Visual Studio 2015的环境下的运行结果如下：

1 40 65 -33686019

0 0 0 0 0 0 0 0 0 0

从这个运行结果，我们可以推测出一些信息。通过calloc分配出来的内存和通过malloc分配出的内存一样，都有16个“附加字节”用来储存该区域的信息，这意味着calloc和malloc分配的内存都能用free来释放。同时，所有的数据也都被初始化为0了，这说明calloc除了执行分配内存的操作外，还执行了内存初始化操作。

除了malloc和calloc，常用的内存分配函数还有realloc。realloc的作用是重新分配内存。假设我们创建了一个一维动态数组，一段时间之后发现空间不足或者空间过剩，这时候我们就需要重新调整内存。函数原型如下：

void \* realloc(void \*\_Block,size\_t \_Size);

其中，\_Block是需要重新分配内存的地址，而\_Size则是重新分配后的大小。而返回值则是重新分配内存后，新的地址。

需要注意的是，重新分配的内存的地址可能和以前一样，也可能不同。

1. #include <stdio.h>
2. #include <stdlib.h>
3. int main()
4. {
5. int \*p;
6. printf("减小分配的内存的情况：\n");
7. p= malloc(10 \* sizeof(int));
8. printf("p的值：%p\n",p);
9. p = realloc(p, 8\*sizeof(int));
10. printf("重新分配内存后，p的值：%p\n",p);
11. free(p);
12. printf("增大分配的内存的情况：\n");
13. p = malloc(10 \* sizeof(int));
14. printf("p的值：%p\n", p);
15. p = realloc(p, 18 \* sizeof(int));
16. printf("重新分配内存后，p的值：%p\n", p);
17. free(p);
18. getchar();
19. return 0;
20. }
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程序的某次运行结果如下：

减小分配的内存的情况：

p的值：00429E10

重新分配内存后，p的值：00429E10

增大分配的内存的情况：

p的值：00429E10

重新分配内存后，p的值：00429E98

程序运行结果表明，重新分配内存后，地址可能与原来一样，也可能不一样。不过我们不能断定，减小分配内存的情况就一定一样，增大内存的情况就一定不一样。上面的运行结果只是一种特殊情况。

在重新分配内存后，如果地址发生了变动，那么以前的地址处的内存就会被自动回收，并且以前的数据会被拷贝到新的地址。

除了calloc和realloc以外，常用的内存操作函数还有memset和memcpy，前者用于初始化内存，后者用于复制内存中的值。

首先来看memset，memset的原型如下：

void \* memset(void \*\_Dst,int \_Val,size\_t \_Size);

其中，\_Dst是需要初始化的内存的地址，\_Val则是初始化的值，\_Size是初始化的字节的数量。返回值就是初始化之后的内存的地址。

1. #include <stdio.h>
2. #include <stdlib.h>
3. #include <memory.h>
4. int main()
5. {
6. int \*p;
7. p = malloc(10\*sizeof(int));
8. memset(p,0,10\*sizeof(int));
9. for (int i = 0; i < 10; i++)
10. {
11. printf("%d ",p[i]);
12. }
13. free(p);
14. getchar();
15. return 0;
16. }
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程序的运行结果如下：

0 0 0 0 0 0 0 0 0 0

需要注意的是，使用memset需要包含头文件memory.h。此外，虽然memset的第2个参数的类型是int，但是实际上，它被当成char来处理。

我们完全可以自己编写代码来实现memset函数，不过这是没有意义的，因为很多编译器都提供汇编语言版的memset函数的实现，通过这种方式实现的memset函数与用C语言实现的在原理上存在区别，因此执行效率的差别也比较大。

最后要说的就是memcpy函数，它的原型如下：

void \* memcpy(void \*\_Dst,const void \*\_Src,size\_t \_Size);

\_Dst是目标地址，\_Src是源地址，函数将会把\_Src处的数据复制到\_Dst处。需要注意的是，\_Src被const修饰，这样做的意义是防止memcpy函数中通过\_Src来改变目标区域的值（参考前面的“常量指针”）。\_Size则是需要复制的内存字节数。

1. #include <stdio.h>
2. #include <stdlib.h>
3. #include <memory.h>
4. int main()
5. {
6. int \*p,\*q;
7. p = malloc(10\*sizeof(int));
8. q = malloc(10 \* sizeof(int));
9. for (int i = 0; i < 10; i++)
10. {
11. p[i] = i + 1;
12. }
13. for (int i = 0; i < 10; i++)
14. {
15. printf("%d ",p[i]);
16. }
17. printf("\n");
18. memcpy(q,p,10\*sizeof(int));
19. for (int i = 0; i < 10; i++)
20. {
21. printf("%d ", q[i]);
22. }
23. printf("\n");
24. memcpy(p,p+1, 9\*sizeof(int));
25. for (int i = 0; i < 10; i++)
26. {
27. printf("%d ", p[i]);
28. }
29. printf("\n");
30. free(p);
31. free(q);
32. getchar();
33. return 0;
34. };
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程序的运行结果如下：

1 2 3 4 5 6 7 8 9 10

1 2 3 4 5 6 7 8 9 10

2 3 4 5 6 7 8 9 10 10

使用memcpy函数需要包含memory.h头文件

我们声明了两个int型指针p和q，并且为它们分别分配了内存。然后我们初始化了“数组”p的值。

接下来的第18行，我们把p中的值拷贝到了q中，拷贝的字节数是10\*sizeof(int)。然后我们用循环语句输出了q中各个元素的值，结果表明复制是成功的。

需要注意的是第24行，为什么说这里需要注意呢。因为我们要复制的字节数是9个int型变量的大小。而源地址和目标地址分别是p和p+1，这样就会导致一个问题就是两个区域有重合的地方，当两个区域发生重合时，就会导致问题的发生。假设某个地址x处有待复制的值，如果地址和目标地址重合的话，就可能导致x在某个时刻被拷贝新的值，而这时候x处的值还没来得及复制出去，这样就造成了数据的丢失。而memcpy的实现非常智能，函数充分考虑到了发生重合的情况，因此采用了一点特殊的手段来防止错误的发生，所以我们可以看到第24行的代码执行后，程序照常运行，并且内存拷贝的结果也符合预期。

我们同样可以自己编程实现memcpy函数，不过同样没有什么意义，因为memcpy通常也会有汇编语言实现的版本。

和memcpy类似地，memmove也能实现内存拷贝，只不过memmove不能正确地处理两个区域重合的情况。

内存操作函数非常丰富，除了我们提到的这几个以外，常见的还有memcmp等函数，这些函数的使用都是非常简单的，读者有兴趣可以查阅相关资料学习。

虽然我们自己实现的memset和memcpy没有什么利用价值，但是为了让读者加深理解，我们不妨动手实现一下这些函数。

首先来看memset的实现，为了与库函数区分开来，我们把自己编写的函数命名为memSet。

1. #include <stdio.h>
2. #include <stdlib.h>
3. void \* memSet(void \*, char, int);
4. int main()
5. {
6. char \*p = malloc(10 \* sizeof(char));
7. memSet(p, '2', 10);
8. for (int i = 0; i < 10; i++)
9. {
10. printf("%c ",p[i]);
11. }
12. free(p);
13. getchar();
14. return 0;
15. }
16. void \*memSet(void \*src, char ch, int size)
17. {
18. if (src == NULL)
19. {
20. return NULL;
21. }
22. char \*p = src;
23. for (int i = 0; i < size; i++)
24. {
25. p[i] = ch;
26. }
27. return src;
28. }
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程序的运行结果如下：

2 2 2 2 2 2 2 2 2 2

memSet函数中首先我们对src进行判断，如果src为NULL则不能对它进行操作。如果src不为NULL，则把它复制给char型指针p(因为src是void型指针，不能进行取值运算)，然后就能对目标区域依次进行赋值操作了，最后把src当作函数返回值返回。

再来看memcpy函数的实现，我们很容易想到的方法是从源地址开始，逐个为目标地址赋值，但是我们说，当源区域和目标区域重合时，这种逐个复制的操作可能会导致问题的发生。那么，什么情况可能会导致问题的发生呢？比如有两个char型指针p和q，p是源地址，q是目标地址，假设p表示的地址是0001，而q表示的是0005，而我们想要复制6个字节（size为6）。首先我们会把0001处的数据复制到0005处，接着0002复制到0006处，而当我们试图把0005处的数据复制到0009处时，会发现原来0005处的数据已经被覆盖了。所以，当且仅当p<q，并且p+size>q的时候，逐个复制会导致问题的发生，那么这种情况下，我们应该怎么办呢？我们知道，当p>q的时候，逐个复制不会出现问题，所以，当p+size>q的时候，我们不妨假设p<q，也就是说，我们可以“倒过来”复制。就前边的例子而言，0001+6>0005，逐个复制会导致错误的发生，而如果我们从0007开始复制，就不会有问题了（这时候相当于p<q了）。

1. #include <stdio.h>
2. #include <stdlib.h>
3. void \* memCpy(void \*,void \*,int);
4. int main()
5. {
6. char \*p = malloc(10 \* sizeof(char));
7. char \*q = malloc(10 \* sizeof(char));
8. for (int i = 0; i < 10; i++)
9. {
10. p[i] = '0' + i;
11. }
12. memCpy(q,p,10);
13. for (int i = 0; i < 10; i++)
14. {
15. printf("%c ",q[i]);
16. }
17. printf("\n");
18. memCpy(p+1,p,9);
19. for (int i = 0; i < 10; i++)
20. {
21. printf("%c ", p[i]);
22. }
23. free(p);
24. free(q);
25. getchar();
26. return 0;
27. }
28. void \*memCpy(void \*des,void \*src, int size)
29. {
30. if (src == NULL || des == NULL)
31. {
32. return NULL;
33. }
34. char \*p = src;
35. char \*q = des;
36. if ((p> q )||( p + size <= q))
37. {
38. for (int i = 0; i < size; i++)
39. {
40. q[i] = p[i];
41. }
42. }
43. else
44. {
45. for (int i = size-1; i >=0; i--)
46. {
47. q[i] = p[i];
48. }
49. }
50. return des;
51. }

\
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程序的运行结果如下：

0 1 2 3 4 5 6 7 8 9

0 0 1 2 3 4 5 6 7 8

首先依然对src和des进行判断，如果有一个为NULL，则返回NULL。如果src和des复合条件，则对它们分情况讨论，正面逐个复制，或者是倒过来逐个复制。从运行结果可以看出，这个memCpy能够适应各种情况。

7.8函数指针

接下来我们将介绍本章最后的内容，函数指针，函数指针就是指向函数的指针。我们说，一个程序占用的内存除了堆区、栈区、常量区以外，还有储存代码的区域，代码区里面就储存着每个函数的代码，所以函数也是有地址的，既然它有地址，那么我们就能用指针指向它。

函数指针的声明方式如下：

返回类型 (\*标识符)();

“函数名”和”&函数名”都可以表示函数的地址，这点和数组很像。

接下来我们通过一个程序来演示函数指针的声明、初始化以及调用。

1. #include <stdio.h>
2. void fun1(int,int);
3. void fun2(int);
4. int main()
5. {
6. void(\*p)() = fun1;
7. p(10,9);
8. p = fun2;
9. p(8);
10. getchar();
11. return 0;
12. }
13. void fun1(int a,int b)
14. {
15. printf("这里是fun1，参数是:%d %d\n",a,b);
16. }
17. void fun2(int a)
18. {
19. printf("这里是fun2，参数是:%d\n", a);
20. }
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程序的运行结果如下：

这里是fun1，参数是:10 9

这里是fun2，参数是:8

如果你发现程序7-8-1不能编译成功，请检查源文件后缀是否是.c，函数指针里面，C和C++有一些不兼容的地方。

初始化函数指针和初始化普通的变量一样，把一个合理的值写在赋值运算符（=）右边即可。第6行代码也可以把fun1改写成&fun1，两种写法是等价的。在调用的时候，我们把函数指针当成一个函数来处理就行。而函数指针本身是变量，所以它的值也是可以改变的，因此第8行我们改变了p的值，让它指向了fun2，并且通过p来调用了fun2。

程序7-8-1展示了函数指针的基本用法，但是依然存在两个个疑问。第一是，声明函数指针的时候，可不可以加上参数？第二是，通过函数指针调用函数的时候，参数应该如函数指针的参数列表匹配，还是应该与函数指针的目标匹配？

事实上，声明函数指针的时候，是可以加上参数列表的，而一旦加上参数列表，调用的时候就必须按照声明的时候的参数顺序来调用。而第二个问题，在调用的时候，参数只需与函数指针的参数匹配即可，不一定要和函数指针的目标相匹配。

1. #include <stdio.h>
2. void fun1(int,int);
3. void fun2(int);
4. int main()
5. {
6. void (\*p)(int) = fun1;
7. void(\*q)() = fun1;
8. q();
9. q(12, 11);
10. p(10);
11. p(10, 9);
12. p = fun2;
13. p(8);
14. getchar();
15. return 0;
16. }
17. void fun1(int a,int b)
18. {
19. printf("这里是fun1，参数是:%d %d\n",a,b);
20. }
21. void fun2(int a)
22. {
23. printf("这里是fun2，参数是:%d\n", a);
24. }

程序7-8-2

程序的某次运行结果如下：

这里是fun1，参数是:14422091 14422091

这里是fun1，参数是:12 11

这里是fun1，参数是:10 14422091

这里是fun1，参数是:10 9

这里是fun2，参数是:8

首先我们声明了两个函数指针，p和q，然后分别用fun1来初始化了它们，p和q的区别在于p的参数列表中有一个参数，而q则没有。

接下来，我们通过q来调用了fun1，可以看到我们没有提供任何参数，调用是成功的，但是参数的值似乎变成了随机值，而9行，我们通过q来调用fun1的时候，给出了两个参数，这下就正常了。

第10行则是用p来调用fun1，这里我们只给出了一个参数，所以参数b变成了随机值。那么这个地方可不可以改写成p();，就像q();一样呢？答案是不可以，当函数指针的参数列表中给出了参数之后，通过函数指针来调用函数就必须提供参数列表中的参数，可以多，但不能少。

此外，函数指针还可以作为函数参数，用法和其它指针基本一致，我们在此不再累述。

现在我们对函数指针有了基本的了解了，但是读者可能会有疑问，函数指针到底有什么意义，有什么用处呢？这里可以举一个很简单的例子，大家都玩过RPG（**Role-playing game，角色扮演类游戏**）游戏，经典的RPG游戏中，通常会有剑士、法师、射手3个职业可供我们选择，每个职业拥有不同的技能。如果我们想写一个RPG游戏，首先我们需要创建一个变量（不妨起名为occupation）来保存职业，同样地，我们还需要为每个角色的技能编写函数，每个角色都有攻击、特殊攻击、使用道具、升级（提升属性）等技能（假设所有的职业拥有相同数量的技能并且除了技能不同其它都一样）。在进行游戏的过程中，玩家可能需要经常释放各种技能，这时候，我们就不得不通过occupation来判断了：

switch(occupation)

{

case 剑士:…..;

case 法师:…..;

case 射手: …..;

}

显然，每次释放技能都要这样判断一次，程序的运行效率就变低了，而且当我们想要添加新的职业的时候，除了需要编写新的函数，还需要改写这个switch语句。而如果我们用一系列的函数指针来表示这些技能，在玩家选择职业的时候就分别为各个函数指针赋值，这样在游戏过程中就可以直接调用，而不用每次都去判断一下，这样执行判断的次数就减少了，程序的运行效率也就随之提升了。

要编写一个有可玩性的RPG游戏需要大量的元素，因此也会需要很长的代码，并且，由于C语言本身缺乏面向对象的特性，它也不适合用于编写RPG游戏这样的需要大量面向对象思想的程序。所以，我们并不提供一个RPG游戏作为实例，而是提供一个更简单的例子，读者理解其中的原理即可。

1. #include <stdio.h>
2. #include <conio.h>
3. #include <stdlib.h>
4. #define DEEP 1
5. #define LIGHT 2
6. void cold(int);
7. void warm(int);
8. void menu(void (\*)());
9. int main()
10. {
11. char choice;
12. printf("请选择颜色模式：\n");
13. printf("1.暖色模式\n");
14. printf("2.冷色模式：\n");
15. do
16. {
17. choice = \_getch();
18. } while (choice<'1'||choice>'2');
19. void(\*p)();
20. if (choice == '1')
21. {
22. p = warm;
23. }
24. else
25. {
26. p = cold;
27. }
28. menu(p);
29. }
30. void cold(int mode)
31. {
32. if (mode == DEEP)
33. {
34. system("color 0A");
35. return;
36. }
37. system("color FA");
38. }
39. void warm(int mode)
40. {
41. if (mode == DEEP)
42. {
43. system("color 0C");
44. return;
45. }
46. system("color FC");
47. }
48. void menu(void(\*p)())
49. {
50. while (1)
51. {
52. char choice;
53. printf("请选择操作：\n");
54. printf("1.将背景设为深色\n");
55. printf("2.将背景设为浅色：\n");
56. printf("3.退出程序\n");
57. do
58. {
59. choice = \_getch();
60. } while (choice<'1' || choice>'3');
61. if (choice == '3')
62. {
63. printf("感谢使用\n");
64. exit(0);
65. }
66. p(choice - '0');
67. system("cls");
68. }
69. }

程序7-8-3

这个程序的作用是切换控制台窗口的前景色和背景色。我们设定了两种模式，暖色调和冷色调，暖色调对应的颜色是红色，而冷色调则对应绿色，假设这两种颜色可以分别作为前景色。

主函数中有个菜单选择，让用户选择冷色模式或是暖色模式，冷色模式和暖色模式分别对应一个函数，然后我们根据用户的选择来为函数指针p复制，接着就把p作为参数传递给menu菜单，在menu菜单中，我们可以设定背景色是深色或是浅色，而前景色则是之前选好的冷色或暖色，在这里，我们通过p来改变颜色的时候，没有再判断用户的选择，因为我们使用了函数指针，而如果我们没有函数指针，则每次都要判断一下。

有几个地方需要注意一下，一个是system(“color 0A”);等设置颜色的语句，color是一个命令，就像cls一样，而空格之后紧跟的0A则是执行color命令的参数，0是前景色，A是背景色，0~F一共16个数字（字母，参考16进制），分别表示16种不同的颜色，有兴趣的读者可以自已测试每个数字分别代表什么颜色。程序7-8-3中，0代表白色，A代表绿色，F则代表黑色，C表示红色。另外就是第66行，我们调用函数的时候，参数是choice-‘0’而不是choice，这是因为cold和warm的参数都是整数，而我们知道’1’和1是不一样的，它们相互转换的关键就是’0’ ，假设choice为’1’，当它减去’0’，就变成了对应的整数。

练习题

1.编写memAlloc函数，该函数的作用是分配内存并初始化，返回类型为void\*,memAlloc接受一个参数，该参数表示要分配的内存的大小，要求在分配完内存之后自动将数据设置为0，内存分配成功则返回申请到的地址，否则返回NULL，主函数中调用memAlloc函数。（内存申请和内存初始化可以调用malloc和memset函数）。

2.编写程序，要求用户输入两个1~10之间的整数r和c（可以不对数据的合法性做检查，如果需要检查可以用前面章节中编写的函数），用二级指针创建一个r\*c的二维数组（第一维为r，第二维为c），然后用从0开始的自然数分别初始化所有的数据，最后输出所有数据（输出格式不做要求）。

3.编写memAlloc函数，该函数的作用是分配内存，返回类型为void，memAlloc接受两个参数，一个是要分配的内存的大小，一个是储存申请到的地址的指针的地址（二级指针），内存申请失败时将储存地址的指针设为NULL，主函数中调用memAlloc函数。（内存申请可以调用malloc函数）提示：本题可能有一定的难度，如果没有思路请仔细查看参考答案中的分析。

4.编写memCmp函数，该函数接受3个参数，前两个参数为void型指针，分别名为p和q，第3个参数为int型，名为size。memCmp的作用是比较p和q的前size个字节，如果这size个字节全都相等，则返回0；如果出现了\*(p+n)>\*(q+n)（n为小于等于size的自然数），则返回1；如果出现了\*(p+n)<\*(q+n)（n为小于等于size的自然数），则返回-1；。提示：本题可能有一定的难度，如果没有思路请仔细查看参考答案中的分析。